Modify Execution of Robot Statements
Version: 5 January 2018
You can use a Python Process Handler to modify the execution of statements in a robot program.
How It Works
By default, a Robot Executor is responsible for executing its program. This involves calling a sequence of statements during a simulation. When a statement is called it is executed by the robot.
A Python Process Handler can be assigned to a Robot Executor to define how a robot executes a called statement. For example, the handler can extend statements, ignore statements, move the robot to other positions, and call other statements without affecting the call sequence of the executor.
Step 1. Teach Robot
Generally, you would first teach a robot and write its program.
[image: ]

Step 2. Create Python Process Handler
A Python Process Handler is a behavior used for customizing a robot program. For example, you can define Process type statements and modify the execution of built-in statements.
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Step 3. Assign Handler to Executor
You need to assign the handler to the executor to affect the robot program.
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Step 4. Define script for statement execution
If the handler is assigned to the executor, you need to use the script of that handler to execute statements.
Important: Process statements and Path statements with assigned process handlers are executed by their handlers. That is, those statements are not passed on to the statement handler of executor. Do not call nor try to execute them with the statement handler.
Process Handler
Statement Handler



Case 1. Skip all statements
In this case, the executor executes its program, but its handler will override and skip each statement.
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Note: This will not skip statements that are not passed on to the handler. For example, the executor would still execute Process statements in its program.
Case 2. Skip some statements
In this case, the handler will skip some statements but execute others. Generally, a statement has an added property that is used to define a condition for skipping it.
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Case 3. Extend statements by type
In this case, the handler extends a type of statement.
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Case 4. Customize statements by type
In this case, the handler customizes a type of statement. Generally, this is done for Comment statements that contain keywords and other data for executing user-defined statements. For example, a robot program might contain statements written in a different programming language that were imported as comments.
[image: ]
Note: Extend or customize? This document considers <<extend>> to mean you are adding functionality to a statement, whereas <<customize>> indicates you are completely modifying a statement to execute a custom set of actions.

Case 5. Execute a Process statement
In this case, the handler should not be used to execute a Process statement. In all cases, a Process statement should have a separate a handler, which does not need to be associated with the executor. During runtime, the executor will refer to the handler of the Process statement. This is also true for any Path statement that has its own process handler.
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Case 6. Modify a motion statement
In this case, the handler is used to modify the movement of a robot.
Linear and point-to-point (PTP) motion statements contain only one position. To work around this issue, you can assign new targets for the robot to move to either before or after the position of the statement. You can also get configuration warnings, handle reachability and other limit issues, and try to avoid collisions.
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Case 7. Execute a Path statement
A Path statement can contain many positions, which you can edit on the fly.
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A safe approach is to assign a process handler to a Path statement. Any Path statement that has an assigned handler will not be passed on to the statement handler of executor. That is, the executor will refer to the handler of the Path statement during runtime.
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Case 8. Call a different statement or routine
In this case, the handler is used to call another statement or routine. This can be a local or remote call. You have the option of waiting until the called statement/routine is finished or immediately continuing the execution of script. You also have the option of clearing the call stack of the executor, so the program would not continue after executing the called routine or statement.
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API
vcExecutor
Methods
	callRoutine
Return Type: None
Parameters: vcRoutine routine, [Boolean suspendScript], [Boolean clearCallStack]
Executes a given routine.

An optional suspendScript argument can be given a False value, thereby Python execution continues immediately.

[bookmark: _GoBack]An optional clearCallStack argument can be given a False value, thereby the call stack of executor is not cleared before executing routine.

	callStatement
Return Type: None
Parameters: vcStatement statement, [Boolean suspendScript]
Executes a given statement.

An optional suspendScript argument can be given a False value, thereby Python execution continues immediately.

Note: You can use callStatement() with a process handler to modify the default execution of statements in robot program, for example point-to-point motions, as well as the pre/post execution of statements.
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from vcPythonProcessHandler import *

def OnStatementExecute (executor, statement):
pass
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1  from vcPythonProcessHandler import *

2

3 [Cdef OnStatementExecute (executor, statement):

4 prop = statement.getProperty("Skip")

5 if prop and prop.Value == True:

6 pass

7 else:

8 executor.callStatement (statement)

9
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from vcPythonProcessHandler import *

ldef OnStatementExecute (executor, statement):
if statement.Type == VC_STATEMENT HALT:
rc = executor.Controller
for j in rc.Joints:

print j.Name, ":", j.CurrentValue
executor.callStatement (statement)
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from vcPythonProcessHandler import *

Cidef OnStatementExecute (executor, statement):
if statement.Type == VC_STATEMENT COMMENT:
str = statement.Comment
if str[:4] == "HOME"
rc = executor.Controller
rc.clearTargets ()

target = rc.createTarget ()

jv = [0,-90,90,0,0,0]

target.JointValues = jv

target.MotionType = VC_MOTIONTARGET MT_JOINT
rc.addTarget (target)

rc.move ()
executor.callStatement (statement)
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from vcScript import *

code =

from vcPythonProcessHandler import *

def OnStatementAdd (statement):

for i
pos
mtx

in range(5):
= statement.createPosition ("PP")
= pos.PositionInWorld

mtx.translateAbs (1400,0,1000)
mtx.rotateRbsz (i*90)
pos.PositionInWorld = mtx

for pos in statement.Positions:

$def onStatementExecute (executor, statement):

executor.Controller.moveTo (pos.PositionInWorld)

comp = getComponent ()
rx = comp.findBehaviour ("Executor")
mr = rx.Program.MainRoutine

mr.clear ()
statement = mr.addStatement ("Process")
for b in comp.Behaviours:
if b.Type == "rPythonProcessHandler":
if b.Process == "ExampleProcess":
statement.Process = b
break

if statement.Process == None:

ph = comp.createBehaviour (VC_PYTHONPROCESSHANDLER, "ProcessHandler")

ph.Process = "ExampleProcess"
ph.Script = code
statement.Process = ph
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Saved.
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from vcPythonProcessHandler import *

executor.callStatement (statement)
#robot moves to target after statement position
#put code block before call to move to target first
if statement.Type == VC_STATEMENT PTPMOTION:
mtx = statement.Positions[0].PositionInReference
mtx.translateRel(0,0,100)
executor.Controller.moveTo (mtx)
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from vcPythonProcessHandler import *

1

2

3 [Odef OnStatementExecute (executor, statement):
4 if statement.Type == "Path":

5 #normal execution of path
3

b

8

#executor.callStatement (statement)

#robot moves to first and last point in path
targets = [p.Position for p in statement.Positions]
endpoints = (targets[0], targets[-1])
for p in endpoints:

executor.Controller.moveTo (p)

else:

executor.callStatement (statement)

Saved.
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from vcScript import *

code = """

from vcPythonProcessHandler import *

Bldef OnStatementExecute (executor, statement):
count = len(statement.Positions)
for i in range(count):

#stitch trace robot motions

if i%2 != 0:
executor.DigitalOutputSignals.output (17, True)
12 target = statement.Positions[i].PositionInReference
13 executor.Controller.moveTo (target)
14 L executor.DigitalOutputSignals.output (17, False)
15 v
16

17  comp = getComponent ()
18 rx = comp.findBehaviour ("Executor")
19 mr = rx.Program.MainRoutine

20
21 [for s in mr.Statements:

22 if 5.Type == "Path":

23 if s.ProcessHandler == None:

24 ph = comp.createBehaviour (VC_PYTHONPROCESSHANDLER, "PathHandler")
25 ph.Script = code

26 | s.ProcessHandler = ph
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1  from vcPythonProcessHandler import *
3
4 lef OnStatementExecute (executor, statement):
5 if executor.DigitalInputSignals.input (100
6 routine = executor.Program.findRoutine ("Orderé66")
7 if routine statement.ParentRoutine:
8 #execute Order 66 and then end program
9 executor.callRoutine (routine, False, True)
10 else:
11 executor.callStatement (statement)
Saved.
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